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#### Abstract

Distance computation technique is one of the important elements for completing narrow phase collision detection system. Checking an accurate distance between two piece of polygons (or some researchers named it as primitives/triangles) is always a challenging tasks where it involves two common measurements, which is speed of the distance checking and the accuracy of the distance itself. In this paper, we performed an experiment using our latest technique called Inner AABB of Dynamic Pivot Point (DyOP) where it's tremendously reduced number of testing and increase the speed of the distance computation. Based on the analyzed results, we believed that our technique is superior compared to other techniques in term of the speed of the detection.
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#### Abstract

Abstrak

Teknik pengiraan jarak adalah salah satu elemen penting bagi menyiapkan fasa sempit sistem pengesanan perlanggaran. Semakan jarak yang tepat antara dua sekeping poligon (atau beberapa penyelidik menamakannya sebagai primitif/segi tiga) sentiasa tugas yang mencabar di mana ia melibatkan dua ukuran yang sama, iaitu kelajuan penyemakan jarak dan ketepatan jarak itu sendiri. Dalam kertas ini, kami melakukan satu eksperimen dengan menggunakan teknik terkini yang dikenali sebagai Inner AABB Dinamik Pivot Point (DyOP) di mana ia dengan ketara mengurangkan bilangan ujian dan meningkatkan kelajuan pengiraan jarak. Berdasarkan keputusan dianalisis, kami percaya bahawa teknik kami adalah lebih baik berbanding teknik lain dari segi kelajuan pengesanan.
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### 1.0 INTRODUCTION

Before an event of collision takes place, both objects that might come into contact need to check their movement into each other and approximate the distance between them [1-8]. By using information such as object directions, nearest point of contact between objects and maximum and minimum points of objects, we can approximate the time of contact
and the distance between object before they are colliding. Distance computation is one of the important element for narrow phase collision detection method where it is generally used for medical and other accuracy based simulation. It helps researchers to properly measure the proper distance. Figure 1 shows an overlap area where the contact between both AABBs show a collision between them but in reality, both triangles are not in contact.

The conventional technique tries to find the correct distance from both triangles by computing each vertex, edge, and face. However, the total cost of finding hundreds of them is too expensive and thus it requires a lot of computational cost. Hence, we have implemented in this paper a foundation work on how to prepare a vertex distance computation using Dynamic Origin Point [9, 10] for 3D object without using expensive calculations.


Figure 1 Overlap area for AABB Testing

### 2.0 IMPLEMENTATION

In a two-component gel, it is easy to modify the molecular structure of either of the two components. In 3D implementation, the algorithm needs to use all $X, Y$, and $Z$ axis of each vertex in order to find the correct distance. Figure 2 shows an algorithm used for searching the closest midpoint of object face with the DyOP.

```
For each object face,i
    For each triangle vertex in object face,j
        Get the closest midpoint to the DyOP
        Update GetMidDist with nearest distance
        Update getobjTri_MidFace as the closest
point
End Loop
```

Figure 2 3D Distance Computation Main Algorithm for DyOP

Based on the figure 2, for each 3D object that contained face with the triangle vertices, we need to obtain the closest midpoint to the DyOP. The algorithm will perform iteration for all the object faces with their triangle vertices until the closest midpoint is found. The distance between closest midpoints of the corresponding object with the DyOP for each iteration can be calculated using formula (1) below:

$$
\begin{equation*}
\text { GetMidDist }=\sqrt{X_{M i d}{ }^{2}+Y_{M i d}{ }^{2}+Z_{M i d}}{ }^{2} \tag{1}
\end{equation*}
$$

where X_Mid, Y_Mid, and Z_Mid represented the current midpoint for the object face

Implementation of 3D object distance computation required face to face, face to vertex and face to edge calculation in order to determine
the correct distance between a closest point to the nearest intersecting point. By referring to the Figure 3 and making assumption that vertex $A$ and $C$ from left triangle and vertex $P$ and $Q$ from the right triangle near to the DyOP, we calculate the distance between based on formula (2) and we obtained formula (3), (4), (5) and (6).

Distance $=\operatorname{sqrt}\left[\left(X_{\text {max }}-X_{\text {min }}\right)^{2}+\left(Y_{\text {max }}-Y_{\text {min }}\right)^{2}\right]$
Step 1: Finding vertex distance using formula 3

$$
\begin{gather*}
\text { Distance }=\operatorname{sqrt}\left[\left(X_{\max }-X_{\min }\right)^{2}+\left(Y_{\max }-Y_{\min }\right)^{2}\right. \\
\left.+\left(Z_{\max }-Z_{\min }\right)^{2}\right] \tag{3}
\end{gather*}
$$



Figure 3 Vertex of $A$ and $C$ from the left triangle and vertex of $P$ and $Q$ from the right triangle are the closest point and edge to the DyOP

$$
A\left(X_{A}, Y_{A}, Z_{A}\right) \text { with } P\left(X_{P}, Y_{P}, Z_{P}\right)
$$

Distance $A P=\operatorname{sqrt}\left[\left(X_{A}-X_{P}\right)^{2}+\left(Y_{A}-Y_{P}\right)^{2}+\left(Z_{A}-Z_{P}\right)^{2}\right]$

$$
\begin{equation*}
A\left(X_{A}, Y_{A}, Z_{A}\right) \text { with } Q\left(X_{Q}, Y_{Q}, Z_{Z}\right) \tag{4}
\end{equation*}
$$

Distance $A Q=\operatorname{sqrt}\left[\left(X_{A}-X_{Q}\right)^{2}\right]+\left(Y_{A}-Y_{Q}\right)^{2}$
$\left.+\left(Z_{A}-Z_{Q}\right)^{2}\right]$
$C\left(X_{C}, Y_{C}, Z_{C}\right)$ with $P\left(X_{P}, Y_{P}, Z_{P}\right)$
Distance $C P=\operatorname{sqrt}\left[\left(X_{C}-X_{P}\right)^{2}+\left(Y_{C}-Y_{P}\right)^{2}+\left(Z_{C}-Z_{P}\right)^{2}\right]$

$$
\begin{gather*}
C\left(X_{C}, Y_{C}, Z_{C}\right) \text { with } Q\left(X_{Q}, Y_{Q}, Z_{Q}\right)  \tag{6}\\
\text { Distance } C Q=\operatorname{sqrt}\left[\left(X_{C}-X_{Q}\right)^{2}+\left(Y_{C}-Y_{Q}\right)^{2}\right. \\
\left.+\left(Z_{C}-Z_{Q}\right)^{2}\right] \tag{7}
\end{gather*}
$$

Step 2: Finding distance between edges by obtaining directing vector for AC and PQ

$$
\begin{align*}
\text { DirectVectABC }=\text { Vertex }_{C}-\text { Vertex }_{A}  \tag{8}\\
\text { DirectVectPQR }=\text { Vertex }_{Q}-\text { Vertex }_{P} \tag{9}
\end{align*}
$$

where DirectVecABC representing the left triangle directing vector and DirectVectPQR representing the right triangle directing vector.

Step 3: Find the directing vector between vertices and edges

$$
\begin{align*}
& \text { DiVectA_P }=\text { Vertex }_{A}-\text { Vertex }_{P}  \tag{10}\\
& \text { DiVectA_Q }=\text { Vertex }_{A}-\text { Vertex }_{Q}  \tag{11}\\
& \text { DiVectC_P }^{P}=\text { Vertex }_{C}-\text { Vertex }_{P}  \tag{12}\\
& \text { DiVectC_ } Q=\text { Vertex }_{C}-\text { Vertex }_{Q} \tag{13}
\end{align*}
$$

Step 4: Distance calculation using cross produc $\dagger$

$$
\begin{aligned}
& \text { DistPoint } A p \\
& =\sqrt{\frac{X_{\text {DiVect } A_{P}}^{2}+Y_{\text {DiVect } A_{P}}^{2}+Z_{\text {DiVect }_{P}}^{2}}{X_{\text {DirectVectA }}^{2}+Y_{\text {DirectVectA }}^{2}+Z_{\text {DirectVectA }}^{2}}}
\end{aligned}
$$

DistPoint $A_{Q}$
$=\sqrt{\frac{X_{\text {DiVecta }_{P}}^{2}+Y_{\text {DiVectA }}^{P}}{2}+Z_{\text {DiVectA }_{P}}^{2}}$

DistPoint $C_{p}$
$=\sqrt{\frac{X_{\text {DiVecta }_{P}}^{2}+Y_{\text {DiVect } A_{P}}^{2}+Z_{\text {DiVect }_{P}}^{2}}{X_{\text {DirectVectA }}^{2}+Y_{\text {DirectVectA }}^{2}+Z_{\text {DirectVectA }}^{2}}}$

DistPoint $C_{Q}$
$=\sqrt{\frac{X_{\text {DiVect } A_{P}}^{2}+Y_{\text {DiVect } A_{P}}^{2}+Z_{\text {DiVect } A_{P}}^{2}}{X_{\text {DirectVectA }}^{2}+Y_{\text {DirectVectA }}^{2}+Z_{\text {DirectVectA }}^{2}}}$

```
For each object, j
    Step 1: Get two vectors of corresponding triangle with
one fixed vertex
    Step 2: Compute normal vector based on both vectors
    Step 3: Normalize the normal vector
        For each triangle vertex, i
            Step 3.1:Get a vector from i to j
            Step 3.2: Compute Magnitude for }3.
            Step 3.3: Find angle of the vector based on j
and I
                            Step 3.4: Compute the length of the vector
End Loop
```

Figure 4 3D Distance Computation Main DyOP algorithm

In order to find the distance between faces from vertices of both objects, we have implemented vector-based calculation based on DyOP in order to minimize the computation cost for computing distance between vertices and faces unlike the LinCanny method that needs to use brute force technique by using all the triangles in their computation [3-6]. In our implementation, we concentrated on preparing vertex to face calculation as most researchers have made assumption that face to face and edge to face calculation is rarely occurred [3-6, 8, 11-14]. Figure 4 shows main algorithm for vector-based distance between face calculations.

Based on Figure 4, the algorithm starts by finding the two vectors for the targeting triangle with a fixed vertex (let say Triangle PQR and we can use any of the vertex as a reference point). Then, use any of two vertices from another triangle (let say Triangle $A B C$ ) to find the directing vectors.

Step 1: Directing vectors based on triangle PQR by using two vertices from triangle $A B C$

$$
\begin{gather*}
D V_{P Q}=\text { Vertex }_{P}-\text { Vertex }_{Q}  \tag{18}\\
D V_{P R}=\text { Vertex }_{R}-\text { Vertex }_{P} \tag{19}
\end{gather*}
$$

where $D V_{P Q}$ representing the vector calculated using vertex $P$ to vertex $Q$ of triangle $P Q R$ and $D V_{P R}$ representing the vector calculated using vertex $P$ to vertex $R$.

Step 2: Vector normal based on two vectors by computing their cross product.

$$
\begin{align*}
& \left|\begin{array}{ccc}
\left\lvert\, \begin{array}{cc}
\text { i } & \mathrm{j} \\
X_{D V_{P Q}} & Y_{D V_{P Q}} \\
\mid Z_{D V_{P Q}}
\end{array}\right. \\
X_{D V_{P R}} & Y_{D V_{P R}} & Z_{D V_{P R}}
\end{array}\right| \\
& Y_{\text {NormalDV }_{P}}=\left[\left(Y_{D V_{P Q}} * Z_{D V_{P R}}\right)-\left(Y_{D V_{P R}} * Z_{D V_{P Q}}\right)\right] i  \tag{20}\\
& Z_{\text {NormalDV }_{P}}=\left[\left(X_{D V_{P Q}} * Z_{D V_{P R}}\right)-\left(X_{D V_{P R}} * Z_{D V_{P Q}}\right)\right] j  \tag{21}\\
& \tag{22}
\end{align*}
$$

where the normal vector is represented by $\left(X_{\text {NormalDV }_{P}}, Y_{\text {NormalDV }_{P}}, Z_{\text {NormalDV }_{P}}\right)$

Step 3: Normalize the normal vector and find their magnitude.

Magnitude of the normal vector:

$$
\begin{align*}
& \text { MagNormal }_{D V_{p}} \\
& =\sqrt{X_{\text {NormalDV }_{P}}^{2}+Y_{\text {NormalDV }_{P}}^{2}+Z_{\text {NormalDV }_{P}}^{2}} \tag{23}
\end{align*}
$$

Normalize the vector:

$$
\begin{equation*}
D V_{\text {Normalize }}=\frac{X_{\text {NormalDV }_{P}}}{\text { MagNormal }_{D V_{p}}} \tag{24}
\end{equation*}
$$

Calculate the magnitude of normalized vector:
$M a g D V_{\text {Normalize }}$
$=\sqrt{X_{D V_{\text {Normalize }}}^{2}+Y_{D V_{\text {Normalize }}}^{2}+Z_{D V_{\text {Normalize }}}^{2}}$

Next, we need to calculate the distance between the vectors by performing iteration for each triangle vertex. For example, Triangle ABC has three vertices where each vertex needs to find their directing vector from the triangle PQR reference point. In this case, vertex $P$ from triangle $P Q R$ has become $a$ reference point to calculate directing vector towards triangle $A B C$.

Step 3.1: Get a directing vector for each vertex Triangle $A B C$ to Triangle $P Q R$

$$
\begin{align*}
& D V_{P A}=\text { Vertex }_{P}-\text { Vertex }_{A}  \tag{26}\\
& D V_{P B}=\text { Vertex }_{P}-\text { Vertex }_{B}  \tag{27}\\
& D V_{P C}=\text { Vertex }_{P}-\text { Vertex }_{C} \tag{28}
\end{align*}
$$

Step 3.2: Find the magnitude for each directing vector

$$
\begin{align*}
& M a g D V_{P A}=\sqrt{X_{D V_{P A}}^{2}+Y_{D V_{P A}}^{2}+Z_{D V_{P A}}^{2}} \\
& M a g D V_{P B}=\sqrt{X_{D V_{P B}}^{2}+Y_{D V_{P B}}^{2}+Z_{D V_{P B}}^{2}}  \tag{29}\\
& M a g D V_{P C}=\sqrt{X_{D V_{P C}}^{2}+Y_{D V_{P C}}^{2}+Z_{D V_{P C}}^{2}} \tag{30}
\end{align*}
$$

Step 3.3: Find angle of the vector based on vector
$D V_{\text {Normalize }}$ with $D V_{P A}, D V_{P B}$, and $D V_{P C}$
$D V_{\text {PAcos }}$
$=\frac{\left[\begin{array}{c}\left(X_{D V_{P A}} * X_{D V_{\text {Normalize }}}\right)+\left(Y_{D V_{P A}} * Y_{D V_{\text {Normalize }}}\right) \\ +\left(Z_{D V_{P A}} * Z_{D V_{\text {Normalize }}}\right)\end{array}\right]}{\text { MagNormal } D_{D V_{p}} * \text { MagDV }_{P A}}$

$$
\begin{align*}
& D V_{P B c o s} \\
& =\frac{\left[\begin{array}{c}
\left(X_{D V_{P B}} * X_{D V_{\text {Normalize }}}\right)+\left(Y_{D V_{P B}} * Y_{D V_{\text {Normalize }}}\right) \\
+\left(Z_{D V_{P B}} * Z_{D V_{\text {Normaizzz }}}\right)
\end{array}\right]}{\text { MagNormal }_{D V_{p}} * \text { MagDV }_{P C}}  \tag{33}\\
& D V_{P C \cos } \\
& =\frac{\left[\begin{array}{c}
\left(X_{D V_{P C}} * X_{D V_{\text {Normalize }}}\right)+\left(Y_{D V_{P C}} * Y_{D V_{\text {Normalize }}}\right) \\
+\left(Z_{D V_{P C}} * Z_{D V_{\text {Normalize }}}\right)
\end{array}\right]}{\text { MagNormal }_{D V_{p}} * \text { MagD }_{P C}} \tag{34}
\end{align*}
$$

Since the result obtained from equation 32 until 34 are in cosine mode, we need to change into the degrees mode by performing anti-cosine (acos function in C++) then multiply with pi/180:

$$
\begin{align*}
& \theta_{\text {PAangle }}=\left(D V_{P A \cos }^{-1} * \frac{180}{\pi}\right)^{0}  \tag{35}\\
& \theta_{\text {PBangle }}=\left(D V_{P B \cos }^{-1} * \frac{180}{\pi}\right)^{0}  \tag{36}\\
& \theta_{\text {PCangle }}=\left(D V_{P C \cos }^{-1} * \frac{180}{\pi}\right)^{0} \tag{37}
\end{align*}
$$

Step 3.4: Total length of each directing vector from Triangle ABC to Triangle PQR

$$
\begin{align*}
& \text { Length }_{P A} \\
& =\left(\sqrt{\left(X_{v A}-X_{v P}\right)^{2}+\left(Y_{v A}-Y_{v P}\right)^{2}+\left(Z_{v A}-Z_{v P}\right)^{2}}\right) \\
& * D V_{P A c o s} \tag{38}
\end{align*}
$$

$$
\begin{align*}
& \text { Length }_{P B} \\
& =\left(\sqrt{\left(X_{v B}-X_{v P}\right)^{2}+\left(Y_{v B}-Y_{v P}\right)^{2}+\left(Z_{v B}-Z_{v P}\right)^{2}}\right) \\
& * D V_{P B \cos } \tag{39}
\end{align*}
$$

Length $_{P C}$
$=\left(\sqrt{\left(X_{v C}-X_{v P}\right)^{2}+\left(Y_{v C}-Y_{v P}\right)^{2}+\left(Z_{v C}-Z_{v P}\right)^{2}}\right)$

* $D V_{P C c o s}$
where $\quad\left(X_{v A}, Y_{v A}, Z_{v A}\right), \quad\left(X_{v B}, Y_{v B}, Z_{v B}\right), \quad\left(X_{v C}, Y_{v C}, Z_{v C}\right)$, and $\left(X_{v P}, Y_{v P}, Z_{v P}\right)$ representing the vertex point in $X, Y$, and $Z$ coordinates.


Figure 5 Overall Speed in Percentage for Distance Computation

We believed that the foundation of this algorithm is to work perfectly with our DyOP algorithm for computing distance between two or more primitives. Instead of using all triangles and searching for nearest closest distance, it helps to reduce the complexity and time consumption in finding the distance.

### 3.0 RESULTS AND DISCUSSION

Based on the graph, DyOP performance is superior compared other two prominent techniques in term of technique speed for distance computation checks. All techniques used the same fixed distance and the same experiment procedures. By improving the speed of distance computation technique, we can potentially increase the speed of collision detection testing especially the narrow phase collision detection types where distance computation technique is mainly used in high accuracy application such as medical simulation and high precision simulation. Which means, more testing will be conducted when the speed is improved and maintaining the accuracy of the collision detection technique. Figure 5 shows in details about the differences in percentage for distance computation speed experiments.

In Figure 5, the highest percentage of speed increases between DyOP and LinCanny technique is $187.3 \%$ while the lowest being $75 \%$. Meanwhile, DyOP had shown that it performs better than GJK technique where DyOP set $110.9 \%$ highest speed increase and $78.1 \%$ for the lowest speed increase. It means that the DyOP has proven to provide faster distance computation technique as compared to Lin Canny and GJK technique. This proven enough that the proposed technique works in better efficiency than the two techniques.

### 4.0 CONCLUSION

Considering all experiments conducted, we conclude that the proposed technique DyOP is superior as compared to GJK and Lin-Canny techniques. In term of distance computation, the computational speed increase with the almost same accuracy range $150 \%$ to $180 \%$ for some triangles. Our justification is proved from the testing where number of vertices, edges or faces, the speed for narrow phase collision detection checking are significantly reduced. Both GJK and Lin-Canny implementation are strictly followed it original research paper.

Meanwhile for 3D virtual environment experiment, we have successfully implemented the proposed
technique (DyOP) and perform benchmarking comparison between DyOP and Lin-Canny technique. We stressed out that DyOP technique is capable to withstand in any environment and conditions including translational and rotational movement. Instead of performing two-phase collision checking, DyOP can perform collision checking with only just a single phase with optimal accuracy and fast response result. Hence, with this results, we have answered the first and second objectives which are to produce efficient and high performance technique for narrow phase collision detection.
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